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This article reviews current efforts in bridging the gaps between software engineering and Human–Computer Interaction (HCI) and describes some critical issues that must be resolved in order to reconcile some of the differences between the two fields. We argue that user-centered systems design (UCSD) must be tightly integrated in the software development process and suggest the usability design process as a way of doing this. The usability design process is a UCSD approach for developing usable interactive systems, combining usability engineering with interaction design, and emphasizing extensive active user involvement throughout the iterative process. We outline the usability design process and illustrate the steps in the process with examples from real-life design cases. Finally, we provide an example of how the usability design process can be implemented in a commercial software-development process, Rational Unified Process™ (RUP). Copyright © 2004 John Wiley & Sons, Ltd.
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1. INTRODUCTION

Usability has long been a major concern within software development (see for instance, Wasserman 1981, Gould and Lewis, 1983, Wasserman et al. 1986). Even so, there is still a large number of software products or systems with poor usability. Human–Computer Interaction (HCI) emerged as a field of research with the purpose of studying the interaction between the user and computer technology. Over the years, the HCI field and software engineering (SE) have developed substantial and separate bodies of knowledge, making it difficult for the individual software engineer to acquire extensive knowledge within HCI and for the usability professional to become a skilled software engineer. To software engineers, usability is just one of the many aspects that must be taken into account in the development process – if time permits. Moreover, they tend to consider usability the responsibility of somebody else (Boivie et al. 2003). Many usability professionals, on the other hand, are skilled at performing user studies and evaluations, but have little experience of programming...
and software engineering. This is unfortunate. Usability professionals should, on the contrary, be deeply involved in the software-development process, contributing directly to the artifacts produced, or they will have little impact on the resulting systems/products. We therefore believe that it is important to bring closer together the fields of software engineering and HCI. There are several efforts to do so, for instance, the development of tools and techniques within software engineering, e.g. use cases (Fowler 1997, Jacobson et al. 1999), design patterns (Gamma et al. 1995) or new types of object models (Hudson 2001, Roberts et al. 1998). Similar efforts have been made within the HCI field, for instance, scenario-based techniques (Carroll 2000), user-centered requirements engineering (Sutcliffe 2002) and usability engineering (Nielsen 1993).

Many of these techniques and tools are doubtlessly effective within their contexts, but we are concerned with the development process from a life-cycle perspective (ISO/TR 18529 2000). To integrate usability into the software development process, and for usability professionals to be deeply involved in software development, we need a process for usability. Software engineering has produced various different software-development processes, with more or less focus on usability, for instance, Rapid Application Development (RAD). Currently, in Sweden, the Rational Unified Process™ (RUP) (Kruchten 1998) is the most widely used commercial software-development process. The RUP is explicitly architecture-centered and provides little support for usability matters. The use case approach used in the RUP has been criticized for its lack of usability focus and poor support for user interface design (Constantine and Lockwood 1999, Gulliksen et al. 2001). Working with usability is quite difficult under such circumstances, given that usability work is not explicitly promoted or supported in the development processes. What we need is a usability process that can be seamlessly integrated into the software-development process, shifting the focus of the development process towards usability and extensive user involvement.

2. PROCESSES FOR USABILITY – ENGINEERING VERSUS DESIGN

Usability as a concept has been fairly well defined in ISO 9241-11 (1998). This definition prescribes an engineering approach, where usability is specified and measured in terms of usability metrics, i.e. quantitative and measurable goals for effectiveness, efficiency and satisfaction (Whiteside et al. 1988). We believe that usability goals are essential for maintaining a focus on usability throughout the process, but in our practical experience – from a large number of projects in different organizations – usability goals are difficult to specify. Usability metrics contribute to the engineering nature of usability work and software development. According to the dictionary, engineering means the ‘application of scientific and mathematical principles to practical ends such as the design, manufacture, and operation of efficient and economical structures, machines, processes, and systems’ (www.dictionary.com). Within software engineering, the ‘engineering aspect’ is of great importance – the software-development process is viewed as a construction process, similar to those used in, for instance, civil engineering. Design, on the other hand, is ‘a creative activity that involves bringing into being something new and useful that has not existed previously’ (Jones 1981). There is an on-going discussion about the extent to which design processes and practices can be specified, described and thereby communicated and made explicit to others (see for instance Fallman 2003, for a recent account). There is, however, not much evidence that design can be made independent of talent or all aspects involved in craft work (Wallace and Andersson 1993, Lewis 1990). Nor is there much evidence that structured design processes are successful in capturing the way designers actually work, or provide support for such work (Fallman 2003). Efforts have, nevertheless, been made to specify design as an engineering task, for example,

‘Engineering design is the use of scientific principles, technical information and imagination in the definition of a mechanical structure, machine or system to perform prespecified functions with maximum economy and efficiency. Design refers to both the process of developing a product, artifact or system and to the various representations (simulations or models) of the product that are produced during the design process’ (Preece et al. 1994).

Obviously, it is difficult to reconcile the engineering approach, relying on structured processes, and the creative aspects of design. Can a skilled interaction designer replace a well-defined design
process, for instance, the usability engineering life-cycle process (Mayhew 1999)? One of the main differences between the two approaches is the degree to which the design process is formalized. According to Crampton Smith and Tabor (1996) interaction designers go through five steps or activities (Figure 1) in their design process. These activities are almost the same as the steps described in the usability engineering life cycle. The difference is that the interaction designer moves through the steps in an informal manner, whereas the usability engineering process is highly formalized. Another difference is that the interaction designer usually does analysis and evaluation and uses the results in producing a design, while the usability engineer documents the results of analyses and evaluations and hands them over to somebody else.

Which approach is the best – the engineering approach or the design approach, or both? In our research, we have found that combining parts of the formalism in usability engineering with the power of design is one way of promoting usability and user-centered systems design – usability design. In that sense, the usability design process (described later in this article) resembles the process described by Crampton Smith and Tabor (1996). The real challenge in user-centered software development is to maintain a certain degree of formalism, and yet provide enough flexibility and space for the creative and ‘unruly’ nature of design.

3. USABILITY ENGINEERING – NOT ENOUGH

Many of the methods, tools and techniques from the HCI field fit the usability engineering label (Nielsen 1993, Rosson and Carroll 2002, Faulkner 2000). Usability engineering, as defined by e.g. Preece et al. (1994, p. 722), focuses on metrics for measuring usability:

‘an approach to system design in which levels of usability are specified and defined quantitatively in advance, and the system is engineered towards these measures, which are known as metrics.’

The emphasis on usability metrics places too much focus on analysis and evaluation, and not enough focus on the actual design process. For instance, recent books on usability engineering contain few pages about design and few examples of design. Usability Engineering by Kristine Faulkner (2000) contains only a few pictures of user interfaces, but a large number of pages with questionnaires, heuristics, methods for analyzing users and evaluation methods. About ten pages out of approximately 230 are dedicated to design (Faulkner 2000: Section 4.7 – Strategies for representing design). About 80 pages describe usability metrics, usability evaluations, design heuristics and expert evaluations. Another 60 pages describe user analysis techniques. We believe that the focus must be shifted to design. User analyses, usability requirements and evaluation results are important in that they provide necessary input to the design activities, but you can only design your way to usability.

Another problem with usability engineering is that it comprises a large range of techniques to analyze users, specify usability goals, evaluate designs, etc – but it does not address the whole development process. Usability engineering techniques are often added on to the software-development process as single activities. The descriptions and applications of the techniques rarely address the problem of how they fit into the overall development process, e.g. what input data are needed from other activities in the process and how the results fit into the process. They rarely define the role being responsible for the usability activity or the deliverables produced in it. We argue that integrating usability into software development requires a process perspective and that the usability professional is involved throughout the entire development process. ‘UCD
professionals who focus on doing “studies” as opposed to generating designs and products, will always be perceived as peripheral.’ (Siegel and Dray 2003, p 20). Mayhew describes usability engineering from a life cycle, process-oriented perspective (Mayhew 1999). We believe that Mayhew succeeds in framing usability activities into a process, but fails to address the design activities. Mayhew states that ‘User interface design is key’ (1999, p. 9 and 17). Yet, analysis, usability goals and evaluations remain the main focus of the usability engineering life cycle.

We do not believe that there is anything fundamentally wrong with usability engineering techniques, but argue that the integration of usability must be moved one step further, from being separate activities added on to the process to being a natural part of it. We also believe it essential to place the main focus on the design activity/phase. We have, therefore, defined the usability design process – integrating usability into the process and shifting the focus to design within a framework of user-centered software development.

4. ADDRESSING USABILITY IN SOFTWARE DEVELOPMENT

Over the years, there have been various trends regarding usability issues in software development and how to bridge the gap between software engineers and usability professionals (or users or designers or managers). Below, we list and discuss some of the most recent ones:

- **Demand for cost-justification and calculation of return on investments (ROI) for usability efforts.** Cost-justification aims to assess the costs and potential benefits of usability activities. Bias and Mayhew (1994) predicted, in their book on cost-justifying usability, that the trend would be over in five years, but it still seems to be on the agenda (Donahue 2001, Lindegaard 2002, Siegel 2003). Unfortunately, most examples of cost-justification are either hypothetical or describe limited success stories (Nielsen 1993). Currently, times are rough for the IT industry and IT managers are looking for ways of cutting costs. Given these circumstances, we believe that there is a risk that arguments based on costs and potential benefits may be held against usability since ‘it requires an up-front investment tied to uncertain returns’ (McCoy 2002, p. 285).

- **Promotion of ‘quick and dirty’ or discount usability engineering methods.** These methods are often marketed as not incurring any extra costs and above all not interfering with existing software development approaches. We believe that the success of such methods is partly due to a mistaken belief that involving users in software development is expensive and of little value. We even catch ourselves saying that it is better to do something ‘quick and dirty’ about usability than nothing at all. However, there are studies that show that discount methods, such as expert evaluations, are of limited value (Molich 2002, Cockton and Woolrych 2002).

- **Usability metrics, nonfunctional requirements, and procurer–supplier relations.** Another problem is that usability is often taken for granted in software development and, therefore, does not get proper attention. The blame is often laid on the client/organization ordering the system (procurer). If they do not include usability as a quality criterion for system acceptance, they will not get a usable system. This has recently led to an increasing emphasis on procurer–supplier relations (Artman 2002) and an even greater focus on usability requirements (Sutcliffe 2002). Usability requirements are crucial – if the client does not order a usable system, the developer organization is not likely to spend additional resources on making the system usable. It is, however, far too common that usability requirements are cast aside when time is running out in the development project (McCoy 2002). Thus, usability requirements alone cannot guarantee usable systems.

- **The impact of commercial software-development processes.** Introducing a commercial development process, e.g. the RUP, in an organization often results in a widespread reluctance to do anything but that which is prescribed in the commercial process. Best practices that are well known and widely used in the organization are replaced by new work practices simply because they are part of the commercial package and therefore available and considered a standard. In our earlier research, we have, however, identified problems with how such commercial software-development processes are applied (Gulliksen et al. 2003).
Finally, there is a trend towards considering the users and user-centered systems design as a source of problems. Constantine & Lockwood (2002), for example, claim that user-centered design (UCD) is a ‘... loose collection of human-factors techniques united under a philosophy of users and involving them in design’... ‘Although helpful, none of these techniques can replace good design. User studies can easily confuse what users want with what they truly need. Rapid iterative prototyping can often be a sloppy substitute for thoughtful and systematic design. Most importantly, usability testing is a relatively inefficient way to find problems you can avoid through proper design’ (Constantine and Lockwood 2002, p. 43). Their remedy is ‘usage-centered engineering’ where the emphasis is on the usage, not the users, and on model-driven development. We readily agree with the critique against UCD, but not with the remedy. Model-driven approaches represent a move away from user-centered design, reducing user involvement to that of the users being informants rather than codesigners. User participation is, however, a key success factor for designing for usability (Standish Group 1995, Gould et al. 1997, ISO 13407 1999). We argue that software development needs to move towards a user-centered approach rather than away from it. Computer systems (in particular in a work context) must support not only the official rules and version of the work practices but also the particularities in each situation, (Beyer and Holtzblatt 1998, Harris and Henderson 1999) which requires a deep understanding of the context of use. Few development teams have that understanding, and writing requirements documents or creating abstract models is simply not enough to create that kind of understanding. Only the users themselves can provide that.

We believe that the advances described above do not significantly contribute to improving communication between the software engineering community and usability professionals. Instead, we argue that it takes a number of efforts to bridge the gap between software engineering and the HCI field and to put usability on the agenda in software development. Below are some of our conclusions:

- Usability tools, techniques and methods must be integrated in and relate to the software-development process. Usability must be a natural, nonseparable part of the development process.
- Usability professionals must learn more about software development and gain a better understanding of the possibilities and limitations of development tools. Usability professionals often have a noncomputer science background and have limited knowledge and experience of software construction work. Many usability professionals ‘fear’ design and programming and, consequently, their influence in the project and impact on the process are limited (Siegel and Dray 2003).
- Conversely, software developers must learn more about usability and user-centered systems design (UCSD). Given the relative youth of the HCI field, most software developers have not received any formal education or training in it. It is, therefore, important to teach software developers more about usability and communicate the key principles of UCSD (van der Veer and van Vliet 2003). This would be a lot easier if the software development processes were user-centered and usability was a natural part of software development.
- The software developer community must acknowledge the power of involving users. User involvement is often considered complicated and time-consuming, and something that should be dealt with as quickly and expediently as possible. There is, however, no simple way of involving users and have it done and over with, without too much fuss. User involvement is crucial and the development process must allow for the time it takes.
- Software developers must learn to use design representations of a less formal or model-based nature, such as prototypes and scenarios. Such design representations are concrete and facilitate communication with users on equal terms. Users often have difficulties with understanding use cases, requirements specifications or object models. It is particularly difficult to visualize future work practices and context of use from abstract models.
- The development process must allow enough space and time for interaction design activities that do not benefit from being framed by a formalized process.
- More attention must be paid to the work practices of the multidisciplinary team. The
An effective team relies, to a large extent, on effective cooperation, coordination and communication between the individual members. Planning and staffing the team in the best possible way is, therefore, crucial for success.

The above list implies a change in the attitudes to software development. Integrating usability requires a user-centered approach to software development including active and direct user involvement. Our approach, therefore, involves a shift of attitudes towards a user-centered systems design philosophy or paradigm.

We also believe the software-development process could benefit from the ideas and methods that are at the heart of agile approaches (Agile Alliance 2001). Agile processes emphasize the pragmatic use of light, but sufficient rules of project behavior and the use of human and communication-oriented principles (Cockburn 2002). Hence, people are more important than processes and tools. Working software is more important than comprehensive documents and model building. Models and artifacts are only means of communication; consequently prototyping and simple design representations are preferred. Agile developers argue that projects should be communication centric, which implies that effective, face-to-face communication between project members and users is crucial. Agile approaches often rely on direct collaboration with users and customers – preferably, users and developers should share offices during development.

The below definition of and key principles for user-centered systems design embody the attitudes and ideas discussed above.

5. UCSD – DEFINITION AND KEY PRINCIPLES

User-centered systems design is a process focusing on usability throughout the entire development process and further throughout the system life cycle. It is based on the following key principles (see Gulliksen et al. 2003 for a more detailed description):

- **User focus**: The goals of the activity, the work domain or context of use, the users’ goals, tasks and needs should control the development.
- **Active user involvement**: Representative users should actively participate, early and continuously throughout the entire development process and throughout the system life cycle.
- **Evolutionary systems development**: The systems development should be both iterative and incremental.
- **Simple design representations**: The design must be represented in such ways that it can be easily understood by users and all other stakeholders.
- **Prototyping**: Early and continuously, prototypes should be used to visualize and evaluate ideas and design solutions in cooperation with the users.
- **Evaluate use in context**: Baseline usability goals and design criteria should control the development.
- **Explicit and conscious design activities**: The development process should contain dedicated design activities.
- **A professional attitude**: The development process should be conducted by effective multidisciplinary teams.
- **Usability champion**: Usability experts should be involved from the start of project to the very end.
- **Holistic design**: All aspects that influence the future use situation should be developed in parallel.
- **Process customization**: The UCSD process must be specified, adapted and implemented locally in each organization. Usability cannot be achieved without a user-centered process. There is, however, no one-size-fits-all process.
- **A user-centered attitude must be established**: UCSD requires a user-centered attitude throughout the project team, the development organization and the client organization.

This definition and these key principles have been put together to reflect that UCSD is about changing the attitude among all professionals involved in the software development process. In order to provide necessary support for these professionals, we need a user-centered systems design process – usability design. The usability design process gives equal weight to interaction design, analysis and evaluation, combining interaction design, (Cooper 1999) and usability engineering (Mayhew 1999). We must furthermore specify the usability design process so that it can be related to structured software development processes. UCSD must be brought down to the level of “boxes and arrows” in order to gain acceptance from the software-development community. This is what the usability design process intends to do.
6. USABILITY DESIGN – A BRIEF INTRODUCTION

Usability design is our attempt to ‘put a face’ on UCSD in order to get organizations and projects to start adopting parts of the UCSD philosophy. It is a result of extensive research and practical experiences in a number of different organizations and projects (Gulliksen et al. 2001, Frisk et al. 2001, Gulliksen and Göransson, 2001). One of our main rationales for the concept is that clients (buyers of software development) want a design solution. They are not particularly interested in HCI methods and theories. We have also found that development organizations often find it difficult to apply usability engineering ‘by the book’, and to fully appreciate its benefits and potential. Usability design is a lightweight UCSD process that is in use in several development projects in practice. We have adopted the term usability design from Gould, Boies and Ukelson (1997) and their principles for designing for usability. We define **usability design** as:

*a user-centered design approach for developing usable interactive systems, combining usability engineering with interaction design, and emphasizing extensive active user involvement throughout the iterative process.*

The usability design process is based on the key principles for user-centered systems design (Gulliksen et al. 2003) described in the introduction. It has its base in usability and HCI, and the ‘usability’ in usability design is particularly important. It implies the strong standpoint in the definition of usability.1 (ISO 9241-11 1998) and that the process does not rely solely on the designers’ skills. Usability design is, furthermore, inspired by usability engineering, but not synonymous to it. Usability design has adopted concepts from the usability engineering life cycle (Mayhew 1999) but we have simplified and adapted the process to the organizations and projects we have been involved in. A more explicit focus on design has been added. In her book, Mayhew (1999, p. 9 and p. 17) states:

‘User interface design is key. I present usability engineering tasks in the foreground, with less emphasis on the overall software engineering tasks, to communicate my belief that user requirements and user interface design should drive the overall development process, rather than be driven by it or be incidental to it. After all, the whole point of interactive products is to serve the users, and as far as users are concerned, the user interface is the product.’

We fully agree with Mayhew. But in our research and practical experiences we have found it necessary to focus even more on the design. As mentioned above, clients in general want solutions (i.e. the design). A successful user-centered systems design process must focus on providing that solution – the design. We have, therefore, combined the usability engineering approach with some of the ideas and principles from interaction design (Cooper 1999).

7. THE USABILITY DESIGN PROCESS

The figure (Figure 2) fits the usability design process into the overall user-centered systems design life cycle (adopted from ISO/TR 18529:2000(E)).

**Pre-study and business analysis** can be anything from a comprehensive analysis of work procedures, business processes, etc., to a brief statement or vision. **Planning the UCSD process** includes setting up the project with resources,
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activities, roles, methods, etc. The usability design process approximately matches the box ‘Do iterative UCSD’. The formal summative evaluation covers the usability of the resulting system, as opposed to the formative evaluations used in the usability design process to learn about details in the design (Nielsen 1993, p. 170). Introduce and operate the system includes installation, change management, user training, evaluating long-term effects and so forth.

Figure 3 outlines the steps in the development process involving usability design aspects. The principles for designing for usability (Gould et al. 1997) (see the upper right corner of the figure) are included to lay the foundations of the usability design process. The process is iterative and should be integrated in the overall development process. The process contains activities that can be carried out by means of various methods. The methods are selected in an earlier stage (i.e. Planning the UCSD process) and we will not discuss here what methods are applicable and suitable. This framework serves the dual purpose of providing an artifact for communication and a process guiding the UCSD process. The usability design process is not a complete software development process, but in the future, we intend to frame usability design into a more comprehensive development process.

The process can be divided into three main phases: requirements analysis, growing software with iterative design and deployment. In the following sections, we discuss each phase and illustrate them with examples taken from some of the projects where we have applied the process. The examples are from ‘real life’, taken from a consultant company involved in bespoke software development for various clients.

Figure 3. The usability design process

8. REQUIREMENTS ANALYSIS

The requirements phase is in focus initially. Later on in the process, it is ‘revisited’ whenever major changes occur in the functionality, work tasks, user groups, etc. This is important to remember since the graph of the process may give the impression that the requirements are never changed once you leave the requirements phase (reverting to the waterfall process). On the contrary, requirements evolve continuously during the design process. As long as you baseline the fundamentals of the system, you will have enough information to guide the design.

In this phase, we focus on understanding the business objectives; the targeted user groups, their work tasks and needs; and establishing system goals, design goals and usability goals.

The level of detail of business objectives differs from organization to organization. Some organizations have a complete set of business processes at hand and can point out precisely what kind of support they need to fulfill their business objectives. Others may be very vague about their business objectives and have a vision rather than goals. In such cases, the objectives should be elicited and made visible before moving on in the process.

The project must have a clear understanding of the future users of the system, their work tasks and needs. The individual user groups have different characteristics and needs, which must be taken into account when designing the system. There are several ways to learn about your users. In our projects, we use user profiles to analyze the users with respect to their background, skills, abilities, etc. We also conduct field studies – contextual inquiries (Beyer and Holtzblatt 1998, Mayhew 1999) – to capture what users do at work, their work tasks, goals, work environment, etc., and to a large extent their future needs. We believe that field studies or contextual studies are essential for capturing tacit knowledge, informal work practices and information that is ‘hidden’ in the context. We have also used the concepts of personas and goal-directed design, as described by Cooper (1999) to complement the user profiles.

The goals for the system, design and usability are important for baselining the usability requirements and the design process. As usability goals are not easy to identify and use, we often combine them with design criteria to drive the design process (Borås and Göransson, 1997). Usability goals can be used for acceptance testing or to identify trends over time, whereas design criteria are high-level criteria derived from the usability goals, providing guidance for design decisions.

Currently, use cases are widely used in development organizations for capturing requirements and driving the development process (Jacobson et al. 1999). They provide a functional description of the system. The usability design process fits into use case–driven processes (e.g. Rational Unified Process) complementing them with a usability focus.

9. USABILITY DESIGN GUIDE

The results from the requirements phase, and the other phases, can be documented in a Usability Design Guide. The Usability Design Guide is specific to the system under development. It contains the output from the usability design process including user categories, personas (if used), work task analyses, usability goals and design criteria, scenarios, conceptual design and detailed design, design decisions, etc. Below is a ‘template’ table of contents for the Usability Design Guide.

- Customizing the usability design process for the project: Contains a detailed description of the activities and methods in the project. Details the integration with other parts of the process framework, as well as roles and artifacts.
- Plan for user participation: Contains details about user participation – how, when, to what extent, who, etc.
- Overview of the system – goals and functionality: Contains a high-level description of the main goals of the system and an outline of the functionality that will be provided.
- User profiles and/or personas: Describes the different user categories with respect to characteristics, backgrounds, special needs, goals, etc.
- Contextual task analysis: Contains the results from field studies, user interviews, task analysis, etc.
Research Section

- **Platform capabilities and constraints**: Describes technical constraints, their effects on usability, the use of platform specific style guides, etc. May also cover aspects such as legal constraints.
- **Usability goals**: Lists the usability goals and specifies their use in the evaluations.
- **Design decisions and criteria**: Outlines the design criteria that ‘drive’ and shape the design. Should also cover design decisions and their rationales.
- **Usage scenarios**: Contains scenarios describing how the system will be used by users in context.
- **Conceptual design**: Contains paper sketches, explaining text, etc. outlining the user interface architecture and structure – the ‘real estate’ of the screen. May also cover branding aspects or other aspects of the design that are important on the conceptual level.
- **Interaction design, navigation and information structure**: Contains sketches, mock-ups and pictures (and even screenshots) specifying the interaction, navigation, information structures and the dynamics of the user interface.
- **Detailed design**: Contains a detailed specification of all design components, down to virtually every pixel of the screen; windows, data fields, menus, buttons, graphics, colors, typefaces, etc.
- **Design artifacts**: Contains a collection of pictures of the final user interface accompanied by explaining text. Often combined with running prototypes.
- **Feedback and evaluations**: Contains all the information and data gathered in evaluations and the user feedback given during the development.

The contents of the Usability Design Guide must be adapted to the needs of each individual project or organization so that it fits into the overall project documentation and serves its purpose without adding unnecessary overhead. The level of detail and scope varies a great deal, depending on, for instance, the software-development process. In an agile process, the Usability Design Guide may contain no more than personas, user stories and some screen dumps to specify the user interface. In a more formalized process, the Usability Design Guide may be divided into several different documents or artifacts containing a high level of detail.

10. GROWING SOFTWARE WITH ITERATIVE DESIGN

The growing software phase contains three major loops: conceptual design, interaction design and detailed design. The loops are iterative, comprising design, evaluation, analysis, redesign, evaluation and so on. The design and the system ‘grow’ as we go through the loops. Over time the design becomes increasingly detailed. We use usage scenarios to drive the exploration of design solutions. As always, users participate in these activities. While a process cannot, in itself, guarantee that development will involve users, it can encourage a user focus and provide opportunities for user involvement and feedback.

The conceptual design is a high-level baseline of the overall user interface structure. Usually, it is based on some sort of metaphor, e.g. the workspace metaphor (Borålv and Göransson, 1997). The initial conceptual design is typically done as simple sketches.

Figure 4 shows examples of early conceptual design sketches for a system. There are six variations on a theme. In Figure 5, one conceptual design is selected and further outlined.

As we move on to the interaction design, we outline the structure of the interaction and navigation. Figure 6 illustrates a conceptual navigation structure for a system.

In Figure 7, chunks of information have been identified and placed on the screen, together with the functionality that comes with the information. Navigation paths are identified and outlined.

Detailed design takes us down to the individual parts of the screen and to data fields, input fields, menus, buttons, etc. Figure 8 shows a detailed part of the user interface with all information and functions in place.

Figure 9 contains examples of detailed data entry fields used throughout the system.

Note that there is no strict sequence between the three loops, but we recommend that you start...
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Figure 4. Examples of different, paper-bound, conceptual design suggestions for a system

Figure 5. The conceptual design; annotated and outlined with the conceptual design before going into more details. In an incremental development process, the design phase delivers appropriate increments of the user interface and interaction to the rest of the process. In a nonincremental development process, the results of the design loops are part of the specification of the system.

Each loop contains activities where the design solution is evaluated together with users. An iteration must include at least a proper analysis of
the user requirements and the context of use; a prototype design phase; and a documented evaluation of the usability of the prototype suggesting modifications in the design. The design solution should be evaluated against usability goals and proper actions should be taken in the next iteration. However, it is rarely possible to iterate until all the goals are met. Aspects such as deadlines, budget constraints and ‘good enough’ are equally important.

What evaluation methods you use depends on the purpose, there are plenty to choose from (Mayhew 1999, Faulkner 2000, Nielsen 1993, Nielsen and Mack 1994). The important thing is to involve real users and not only the ones already involved in the project. There
is little point in using sophisticated evaluation methods producing quantitative data early on in the project. We typically use informal evaluation methods on the conceptual design. Such methods are good for producing insights into the pros and cons of a particular design and to set a direction for the design, but they do not produce numbers. We agree with Nielsen (on-line Alertbox, February 18, 2001: http://www.useit.com/alertbox/20010218.html) that the most effective usability evaluation technique are frequent and simple tests with users thinking out loud while performing tasks in the system.
11. DEPLOYMENT

The Deployment phase, i.e. introducing and operating the system, differs from project to project. It can be anything from creating a commercially available software package including on-line help, user manuals, user training, etc., to simply distributing a CD within an organization. In our experience, the deployment phase is critical for the success of the system. Far too often, well-designed and well-conceived software is simply dumped on the users, with no on-line help, manuals or proper training. The deployment phase involves different people and includes different activities depending on the type of organization. The most important factor is that deployment must be planned up-front in the project and not be put off till later – later always seems to be too late. Delivering the system in increments makes it possible to introduce the system with fewer resources and more opportunities to fine-tune the process and the system, increment by increment.

The process does not end with the deployment; it is rather the starting point for the next cycle in the overall life cycle of the system.

12. SUMMING UP THE USABILITY DESIGN PROCESS

Ideally, the usability design process is conducted by a team led by the usability designer (Göransson and Sandbäck 1999). Other specialized competencies are needed as well: field study specialists, interaction designers, graphic designers, usability evaluation specialists, developers for implementing prototypes, etc. The number of people and competencies involved differ from project to project. By defining a process, it is possible to specify critical activities regardless of how they are conducted and by whom.

As mentioned above, the usability design process is not a complete development process. It must be used within the context of such a process. Nevertheless, it is the usability design process that underlies the user-centered philosophy that should inspire and be reflected in the whole development process. The usability design process must be tailored for every organization (Gulliksen et al. 2003). It does not explicitly detail all parts of the UCSD process, for instance, when and how to involve users, but conveys the underlying message that users must be present and active throughout the whole process. There are, of course, activities and artifacts that are crucial in a user-centered development project. Including such details in the process would complicate the picture too much for our purpose, which is to convince people that user-centered systems design is something that they should go ahead with and actually use in their development projects.

13. EXAMPLE: USABILITY DESIGN AS A DISCIPLINE IN RATIONAL UNIFIED PROCESS

The usability design discipline (UDd) (Göransson et al. 2003) is an example of how usability design can be integrated into a commercial systems development process, the Rational Unified Process (Kruchten 1998). We choose the RUP because it is one of the most widely used software-development processes in Sweden.2 We believe it is necessary to relate usability design to the RUP in order to get acceptance from software developers in practice.

The UDd is based on our previous research and extensive practical experience as usability consultants in large software-development projects. The UDd was developed as a plug-in to the RUP and does not include any advice on how to modify the other disciplines to better include and make use of the artifacts and results produced in UDd (Figure 10).

The UDd complements the RUP. It promotes and facilitates usability work within the software-development process by means of a user-centered approach. Most of the usability-related activities are performed during the inception phase and the early phases of elaboration. During the construction and transition phases, UDd primarily includes monitoring and ad hoc design decisions. GUI coding is not part of the UDd.

---

2 The RUP has become more or less the de facto standard for software development in Sweden. There are currently 6000 license owners in Sweden and almost all the development organizations we are studying use RUP. According to Rational (Rational Software originally developed the RUP. They have since been acquired by IBM), the RUP has been used in more than 10 000 customer projects worldwide and it is part of the computer science curriculum in hundreds of universities.
The Usability Design Process

The UDd workflow (Figure 11) is an iterative process, where the design solutions are repeatedly evaluated and modified in accordance with the evaluation results.

The main activities in the UDd are:

- **Usability design plan**: Involves detailed planning of the user-centered activities and user involvement. The plan is refined in each iteration.
- **Conduct user studies**: Interviews, observations, workshops, etc – to understand the potential users of the system, their needs and the context of use. Specify the goals for the system, the design criteria and usability goals.
- **Perform competitor analysis**: To get inspiration from similar state-of-the-art systems or products.
- **Conceptual design**: Describes the overall structure of the user interface. Use brainstorming, usage scenarios, sketches and mock-ups to illustrate potential high-level designs solutions.
- **Interaction design**: Outlines details in the conceptual design illustrating potential user interaction (navigation, information and functionality), simulating the real system.
- **Detailed design**: Includes fine-tuning all the design details in the GUI
- **Develop user assistance**: A parallel design activity focusing on on-line help systems, manuals and user training material. Also covers new work procedures.
- **Monitor usability work**: Handling late change requests and ad hoc decisions in the construction phase.
- **Usability evaluation**: Of design solutions against the usability goals. Evaluations should be performed on all design suggestions and solutions, from preliminary sketches to fully interactive prototypes and the final system.

Each of the main activities has been detailed (Figure 12), describing the main activities, the roles involved and the artifacts produced.

For more details on the UDd, refer to (Göransson et al. 2003).

14. LESSONS LEARNED AND DISCUSSION

The usability designer role (Göransson and Sandbäck 1999) was the starting point of our work with the usability design process. The process was modeled on the work practices of the usability designer and is an attempt to compile the best practices of that role. There are still traces of
the usability designer role in the process, which makes it difficult to apply the process without the role. We have, therefore, tested the process only in projects or organizations that have the usability designer role. Even so, the usability design process is not just for the usability designer, it has implications for the development project as a whole.

The usability design process is based on knowledge and insights gained from research efforts, theoretical studies, practical experiments and our own practical experiences from several development projects and organizations. Currently, the usability design process is used in a couple of development organizations, but with different ‘flavors’. One example is Enea Redina, a consultant company. They use the process to some extent in all their development projects, but the process never looks the same from one project to another – simply because the development process always has to be adapted to the particularities of the situation, the project and the organization. The usability design plug-in for the RUP, described above, is currently being made part of

---

3 Enea Redina is a Swedish IT consultant company practicing UCSD. More information can be found at http://www.redina.se/.
the RUP development case in one large in-house development organization (in a Swedish national authority).

In our work with applying and evaluating the process, we have encountered a number of advantages, but also some drawbacks with using the usability design (UD) process. Below we list and discuss some of them.

<table>
<thead>
<tr>
<th>Positive</th>
<th>Negative</th>
</tr>
</thead>
<tbody>
<tr>
<td>Is a process – the UD process details the key activities that constitute user-centered systems design on a ‘boxes-and-arrows’ level.</td>
<td>Does not comprise the whole process – the UD process must be integrated in an existing software process – it cannot stand alone.</td>
</tr>
<tr>
<td>An effective communicator – the UD process effectively communicates how to structure usability work in a process, and how to include usability in business agreements, etc.</td>
<td>Can be excluded – the UD process is sometimes perceived as one unit that is either in or out. Thus, it cannot be excluded in the software-development process.</td>
</tr>
<tr>
<td>Makes usability visible – the UD process makes usability visible in projects and in development frameworks, such as the RUP.</td>
<td>Makes usability somebody else’s problem – the UD process may provide an excuse for the project members to place the whole responsibility for usability on the UD process and the usability designer and to stop paying attention to it altogether.</td>
</tr>
<tr>
<td>Learning tool – the project members can learn about usability by using the UD process or taking part in the activities, or just by using the artifacts and results produced in the process.</td>
<td></td>
</tr>
</tbody>
</table>

The usability design process was defined to add a process perspective to usability work in software development. We wanted to provide more detail than generic frameworks do, e.g. ISO 13407, but to be less rigorous than, e.g. the RUP. Most people involved in software development would, when asked, say that they work in accordance with some predefined software-development process. However, in one of our previous studies, we found mismatches between what the software developers said they do at work and what they actually did. On an overall process level, the developers complied with the software-development process explicitly used in the organization, but on a day-to-day basis they used implicit work procedures that fitted into the overall process. (Boivie et al. 2003). Our conclusion is that formal software-development processes mainly serve the purpose of communicating the intended work practices. Detailed and rigorous guidelines about what to do, when and how, become rather meaningless in that perspective. People do what they have always done, anyway. Thus, there is little point in providing detailed guidelines and rules of behavior.

Hence, the communicative and explanatory aspects of the usability design process are very important. The process can be, and is, used to communicate what aspects, activities, etc, are important for shifting the focus of the software-development process towards usability and user-centered design. The communicative power of the process also makes it useful as a sales argument in a client–supplier relation.

As discussed above, we believe that usability must be tightly integrated into the software-development process. Usability techniques, methods and tools that are not a natural part of the process are easy to leave out when the project is running out of time or money. Having a whole process makes it more difficult to abandon usability when the deadline is approaching. The process makes sure that much of the usability efforts are done up-front in the project. Nevertheless, this does not entirely eliminate the risk of usability being abandoned in the development process as the whole usability design process can be left out. In order for the process to work, the organization or project must be very explicit about using it and integrating it into their software development process. This includes adapting, or tailoring all parts of the overall development process to make sure that it
supports a user-centered approach where usability is not just the concern of usability professionals but the concern of everyone involved in the process.

So far, we have only tested the process in contract development or in-house development in work-related contexts, i.e. bespoke software for professional users. Would it be applicable in other development contexts, for instance, web site design? We have not tested it, but would like to argue that the basics are the same – use a user-centered systems design philosophy to design usable software, whether on the web or not. We see no reasons that the usability design process and the usability designer would not fit into web projects as well.

In parallel with our work on the process, we have continued experimenting with the usability designer role (Göransson and Sandbäck 1999). Both the role and the process are intended as tools for integrating usability aspects and a user-centered approach into the software-development process. Making your software development user-centered requires major changes in attitudes, processes and the organization (Gulliksen et al. 2003). We see the usability designer as the first step in such a ‘transformation’. The usability designer is, in some senses, a usability champion who promotes usability in the projects and the organization. He/she also participates in project work, conducting usability activities in accordance with the key principles for UCSD (described above). When the role has been established, the organization can move on to adopting the usability design process as part of their software-development process. This is the next step in shifting the whole organization towards a user-centered approach.

To sum it up, the overall purpose of the usability design process is to provide a tool for integrating usability aspects into the software-development process. The process has been applied in different projects and organizations, and we are currently evaluating both the process and the role. We are still a long way away from usability and user-centered design being a natural part of software development. But, we believe that the process is the first important step in changing the attitudes towards UCSD in software development.

15. FUTURE WORK

Current and future work includes evaluations of the usability designer role (Boivie et al. 2004) and of the application of the usability design process in projects in practice (Göransson, 2004).

The next step is to integrate usability design into the framework of a complete user-centered development life cycle. We have outlined such a process in Figure 13.
The process is a modification and an extension of the results we obtained when modeling the software development process at the Swedish National Tax Board (Gulliksen and Göransson 2001). It is based on a user-centered systems design philosophy and covers all parts of the software development process. We intend to detail the process and test it in future development projects.
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